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How Researchers Exploit Kernel Vulns

» Spatial/Temporal memory error

* Type confusion and memory overlap
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» Leak kernel pointers

 Tamper kernel pointers
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How Researchers Exploit Kernel Vulns

» Spatial/Temporal memory error
Obtain Primitives

» Type confusion and memory overlap
» Leak kernel pointers

| Bypass Mitigation
 Tamper kernel pointers

* Execute ROP in different forms Escalate Privilege

Used by 15/17 exploits in [2]

[1] Joy of exploiting the kernel [2] Kernel Exploit Recipes Notebook



http://slides.kernel.kitchen/
https://docs.google.com/document/d/1a9uUAISBzw3ur1aLQqKc5JOQLaJYiOP5pe_B4xCT1KA/edit
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How DirtyCred Exploit Kernel Vulns

» Spatial/Temporal memory error

. Obtain Primitives
* Type confusion and memory overlap

« Swap kernel credentials Escalate Privilege
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Kernel Credential

* Properties that carry privilege information in kernel

» Defined in kernel documentation
* Representation of privilege and capability

» Two main types: task credentials and open file credentials

Source: https://www.kernel.org/doc/Documentation/security/credentials.txt



Northwestern

e Struct

Task Credential

cred In Linux kernel's implementation

struct cred {

#define
#define
#endif

atomic_t usage;
#ifdef CONFIG_DEBUG_CREDENTIALS
atomic_t subscribers;
void *put_addr;
unsigned magic;
CRED_MAGIC 0x43736564
CRED MAGIC_DEAD 0x44656144
kuid_t uid;
kgid_t gid;
kuid t suid;
kgid_t sgid;
kuid_t euid;
kgid_t egid;
kuid_t fsuid;
kgid_t fsgid;

/*

/*
/*
/*
/*
/*
/*
/*
/*

number of processes subscribed */

real UID of the task */

real GID of the task */
saved UID of the task */
saved GID of the task */
effective UID of the task */
effective GID of the task */
UID for VFS ops */

GID for VFS ops */



Northwestern

Task Credential

 Struct cred In Linux kernel's implementation

* Represents the privilege of kernel tasks

N ey

un- freed ) privileged

R privileged privileged

Task Credential on kernel heap
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How Linux Kernel Uses Task Credential

User Space
Privileged Operation Error
a P R
un- .
Kernel freed s privileged

Task Credential
8 Yy
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Open File Credential

« Struct file in Linux kernel’'s implementation

struct file {

union {
struct llist_node f llist;
struct rcu_head f_rcuhead;
unsigned int f _iocb_flags;

}i

struct path f_path;

struct inode *f inode; /* cac

const struct file_operations *£f op;

/*

* Protects f ep, f flags.
* Must not be taken from IRQ context.

*/

spinlock_t f_lock;
atomic_long_t f _count;
unsigned int f flags;
fmode_t f_mode;
struct mutex £ _pos_lock;
loff_t f_pos;
struct fown struct f owner;
const struct cred *f=cred;

struct file_ra_state f_ra;
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Open File Credential

» Carries the information of opened files (e.g. mode, path, efc.)

open(“/tmp/a”, O_RDWR)

open(“/tmp/a”, O_RDONLY)

N

open(“/etc/passwd”’, O_RDONLY)

—

freed

/tmp/a

/tmp/a

letcl
passwd

Open File Credential on kernel heap

Read-write file

Read-only file
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How Linux Kernel Uses Open File Credential

User Space
Write “Oxdeadbeef” to
the opened file Suce
4 v )

letc/ ) -
Kernel Itmpla passwd freed Read-only file

S~~——— : :
: : Read-write file

Open File Credential

\_ J
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How Linux Kernel Uses Open File Credential

User Space
Write “Oxdeadbeef” to
the opened file Error
e P h
letc/ ) -
Ker& Itmpla passwd freed Read-only file
— _ Read-write file
Open File Credential

\_ J
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Attacking Task Credential

............. User Space

a ' )

un- . .
Kernel freed privileged privileged

Task Credential
\_ _J
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Attacking Task Credential

Step 1. Free the unprivileged credential with the vulnerability

............. User Space

4 "3, )
AP
Task Credential

\_ _J

privileged

Kernel Rl o

d
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Step 1. Free the unprivileged credential with the vulnerability

............. User Space

4 ' )

Kernel freed freed |privileged

Task Credential
\_ _J
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Attacking Task Credential

Step 2. Allocate a privileged credential in the freed memory
slot

............. User Space

4 ' )

Kernel freed |privileged |privileged

Task Credential
\_ _J
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Attacking Task Credential

Result: Becoming a privileged user

User Space
Privileged Operation /
—\ 3 A
Kernel freed |privileged |privileged

Task Credential
\_ _J
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Attacking Task Credential

Result: Becoming a privileged user

User Space

-
S
*
*
*
*
*
*
*
*
*
*
*
*
.
.
LS
.
.
Fy
\J
.
.
.

Privileged Operation / 3 Succ
N/

~

Kernel freed |privileged |privileged

Task Credential
\_ _J
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Attacking Open File Credential

User Space
Write Syscall ( ‘
N\ P ™
Kernel Itmp/a Itmp/a freed Read-only file
\0pen £ TF U Read-write file

8 D
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Attacking Open File Credential

Step 1. Free a read-write file after checks, but before writing to
disk

User Space

Write Syscall (

T\ \
a .

Ke r& ftmpla M freed Read-only file

__——v Readwrite fil

Open File Credential ead-write file

\_ _J
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Attacking Open File Credential

Step 1. Free a read-write file after checks, but before writing to

disk
User Space
Write Syscall ( ‘
(N 3 N
Kernel [tmpl/a ltr:pl freed| freed Read-only file
. : Read-write file
Open File Credential

\_ _J
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Attacking Open File Credential

Step 2. Allocate a read-only file in the freed memory slot

User Space
Write Syscall ( ‘
(N " ~
Itmpl| letc/ ) ,
Kernel ftmpla |77 aes| freed Read-only file
T — : Read-write file
Open File Credential

\_ _J
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Attacking Open File Credential

Result: Writing content to read-only files

User Space
Write Syscall Supcessfully
written to /etc/passwd
N/ ‘- D
Kernel il /trgpl éeat:sl; freed Read-only file
T — : Read-write file
Open File Credential

\_ _J
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Challenges

1. How to free credentials.

2. How to allocate privileged credentials as unprivileged users.

(attacking task credentials)

3. How to finish attack in a small time window. (attacking open
file credentials)
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Challenge 1: Free Credentials Invalidly

* Both cred and file object are in dedicated caches

* Most vulnerabilities happens in generic caches
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Challenges

2. How to allocate privileged credentials as unprivileged users.

(attacking task credentials)
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Challenge 2: Allocating Privileged Task Credentials

* Unprivileged users come with unprivileged task credentials

» Waiting privileged users to allocate task credentials
influences the success rate
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Challenges

3. How to finish attack in a small time window. (attacking open
file credentials)
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Challenge 3: Wining the race

» Kernel will examine the access permission before writing to the

disk
User Space
Check perm
Write Syscall( 3 Succ
N 7 ‘- D
Write to disk Ke rnel /tmpla /tmpla freed Read'only file
\ ——» _ _
. : Read-write file
l Open File Credential
& _J
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Challenge 3: Wining the race

* The swap of file object happens before permission check

Swapping User Space
|
Check perm
Write Syscall( '
T\ 2 N
: : letc/ ) :
Write to disk Kernel tmpla passwd freed Read-only file
T — : Read-write file
Open File Credential
& _J
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Challenge 3: Wining the race

* The swap of file object happens after file write.

User Space
Check perm
Write Syscall( '
T\ 3 )
Write to disk Ke rnel /tmpla /tmpla freed Read'only file
1 . \ — . .
: . Read-write file
Swapping Open File Credential
v . Y
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Challenge 3: Wining the race

* The swap happens in between permission check and file write

User Space
Check perm
Write Syscall( '
T\ 2 R
Write to disk Ke rnel /tmpla /tmpla freed Read'only file
. ; Read-write file
l Open File Credential
_ _J
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Challenge 3: Wining the race

* The swap must happen after permission check and before file

write
User Space
Check perm
Write Syscall( “
The time windgw
"\ : \
Write to disk Kernel ftmpla | /tmpla | freed Read-only file
Read-write fil
l Open File Credential ead-write file
- J
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Real-World Impact of DirtyCred

« CVE-2021-4154
* Received rewards from Google’'s KCTF

* The exploit works across kernel v4.18 ~ v5.10
e CVE-2022-2588
* Pwn2own exploitation
* The exploit works across kernel v3.17 ~ v5.19
« CVE-2022-20409
* Received rewards from Google’s KCTF and Android
* The exploit works on both Android and generic Linux kernel


https://github.com/Markakd/CVE-2021-4154
https://github.com/Markakd/CVE-2022-2588
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Defense Against DirtyCred

* Fundamental problem

* Object isolation is based on type not privilege
e Solution

* |solate privileged credentials from unprivileged ones
* Where to isolate?

* Virtual memory (privileged credentials will be vmalloc-ed)

All codes are available at https://qithub.com/markakd/DirtyCred



https://github.com/markakd/DirtyCred
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Summary

* A new exploitation concept — DirtyCred
* Principled approaches to different challenges -
A way to produce Universal kernel exploits .,"fef 2

o Effective defense with negligible overhead

Zhenpeng Lin (@Markak )

https://zplin.me g PR

20 EIDL B

zplin@u.northwestern.edu

Logo comes from @sirdarckcat
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